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Abstract
Aspect Oriented Software Development (AOSD) is a new software development paradigm that provides unique and advanced program structuring and modularization techniques. This requires software engineers to define metrics and quality models for enhancing the quality of software. Several authors have defined software quality model for AOSD but none of them have discussed about the scalability of the system. Hence in this paper, we are proposing a new quality model which uses scalability as one of its quality characteristics.
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I. Introduction
The complexity of current software systems made software engineers to find new ways of developing, deploying and managing software systems. Nowadays, there are many software development methods that are used by software developers to produce high-quality software systems [1,20]. Earlier, Object-Oriented approach (OOA) was widely used, that uses the concept of Object and has special features like inheritance, data abstraction, delegation and polymorphism. Though OOA has many advanced features but it still has some limitations regarding separation of concern. For example, logging, tracing, or persistence concern of code handling module tends to be scattered and tangled all across the objects of the system [1, 20]. These concerns are known as crosscutting concerns because they cut across other functionality of the program. To address the issue of crosscutting concerns faced by OOA, AOSD has emerged as a new software development approach. It provides a way to separate concerns and at the same time ensure modularity. Basic terminologies related to AOSD systems are as follows:

Concern is an interest which pertains to the system’s development, and its operation that are critical or otherwise important to one of the stakeholders [2]. The de facto standard of Aspect-Oriented Programming is AspectJ which is an extension of the Java language. Aspects are AspectJ’s unit of modularity for crosscutting concerns. They are defined by these three- pointcuts, advice and introduction.

In AspectJ, join points are well-defined points in the program flow, such as method calls, field sets, etc. Pointcuts describe join points and values at those points. Advice is a method-like abstraction which defines code to be executed when a join point is reached; pointcuts are used in the definition of advice. Introduction defines how AspectJ modifies a program's static structure—that is the members of its classes and the relationship between classes.

Pointcuts and advice vigorously affect program flow, and introduction statically affects a program’s class hierarchy [3,18].

Silent features of AOSD are discussed below

- Crosscutting concerns are removed from modules and implemented separately as aspects.
- It provides a way to bind aspects with core modules to form a working system.
- It makes it simple to understand core functionality of module by reducing code tangling.
- As aspects can be reused, this approach implements reusability.

II. Software Quality Models
McCall [4] introduced first quality model, the model differentiates between two levels of quality attributes known as quality factors. These are external attributes and can be measured directly. The second level of quality attributes known as quality criteria that can be measured subjectively or objectively. It is also known as General Electrics Model. Boehm [5] introduced another software quality model to overcome the problems of McCall’s model. He included Hardware performance which was missing in McCall’s model.

FURPS model [6] was proposed by Robert Grady and Hewlett-Packard Co. The model aimed at improving the management of software development processes by software industry. But this model considered only the user’s requirements and disregards the developer consideration. The model fails to take into account some of the product characteristics, such as portability and maintainability [7,8,9].

Several quality models were proposed but there was no standard quality model yet. Therefore, ISO/IEC Joint Technical Committee (JTC) [10,13,14, 15] proposed a quality model called ISO/IEC Quality Model. Later, name was changed to ISO/IEC 9126 Quality Model. The ISO 9126 defines 21 attributes that a quality software product must exhibit.

ISO 9126 is a four part standard:
1) ISO/IEC 9126-1 defines an updated quality model.
2) ISO/IEC 9126-2 defines a set of external measures.
3) ISO/IEC 9126-3 defines a set of internal measures.
4) ISO/IEC 9126-4 defines a set of quality in use measures.

Dromey [16] proposed another software quality model called Dromey’s Quality Model to integrate Reusability and Process Maturity as characteristics in ISO/IEC 9126 Quality Model. All the above defined software quality models are either for legacy software or Object-Oriented software but not for AOSD [10]. Kumar et al.[11] proposed first AOSD based software quality model called Aspect-Oriented Software Quality (AOSQUAMO) Model which is an extension of ISO/IEC 9126-1 quality model.

This model included four new sub characteristics

- modularity,
- code reducibility,
- complexity,
- reusability
Castillo et al [12] proposed a conceptual quality model to integrate AOSD concepts, typical requirements engineering ideas, and the new standard ISO/IEC 25030 on software quality requirements. This conceptual model is called REASQ (REquirements, Aspects and Software Quality) Model which is integration of ISO/IEC 9126 and ISO/IEC 25030.

Kumar et al [10] presented an Aspect Oriented Software Quality (AOSQ) Model which is based on Aspect oriented Programming with some extra features and effective modularization. Four new sub-characteristics are integrated: Sustainability, Design Stability, Extensibility and Configurability under Evolvability Characteristics in AOSQUAMO Model.

Table 1: Comparison Chart of Various Software Quality Models

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1.</td>
<td>Reliability</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>-</td>
<td>A</td>
<td>A</td>
<td>A</td>
</tr>
<tr>
<td>2.</td>
<td>Correctness</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>3.</td>
<td>Efficiency</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>4.</td>
<td>Integrity</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>5.</td>
<td>Usability</td>
<td>A</td>
<td>-</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>6.</td>
<td>Maintainability</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>7.</td>
<td>Testability</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>8.</td>
<td>Reliability</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>9.</td>
<td>Portability</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>10.</td>
<td>Reusability</td>
<td>A</td>
<td>A</td>
<td>A</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>11.</td>
<td>Interoperability</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>12.</td>
<td>HumanErg.</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>13.</td>
<td>Understandability</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>14.</td>
<td>Modifiability</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>15.</td>
<td>Functionality</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>A</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>16.</td>
<td>Supportability</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>A</td>
<td>-</td>
</tr>
<tr>
<td>17.</td>
<td>Performance</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>A</td>
<td>-</td>
</tr>
<tr>
<td>18.</td>
<td>ProcessMaturity</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>A</td>
</tr>
<tr>
<td>19.</td>
<td>Evolvability</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>A</td>
</tr>
</tbody>
</table>

Table 1 shows the comparison of different quality attributes in various software quality models. The factors which are present in model are marked as ‘A’ which signifies that this factor has been included in the respective model and the factors which are not present are marked as ‘-‘signifying that these factors are not included in the model.

III. Proposed Quality Model

After analyzing all the above quality models, we have found that all of these models lack scalability which is also an important factor. So, to resolve this problem, we will include scalability into existing AOSQ model. The rest of the characteristics and sub-characteristics are similar to AOSQ model. The definition of new characteristic is as follows:

Scalability: Nowadays, we are using high performance computing so, we need to know whether our system can scale (adjust proportionately) both efficiently and correctly. By integrating scalability, a system can be extended to a larger magnitude. The concept of scalability is desirable in technology as well as business settings. The base concept is consistent – the ability for a business or technology to accept increased volume without impacting the contribution margin. For example, a given program may have a capacity for 1–2000 users, while beyond 2000 users additional equipment is needed or performance will decline [19].

Scalability is a crucial software quality factor in infrastructural software due to it being the fundamental basis for all applications[17]. Hence, it can be added as a sub-characteristic of maintainability.

Table 2 :Proposed Quality Model

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 2 shows the characteristics and their respective sub-characteristics of the proposed model. The new characteristic scalability is highlighted.

IV. Conclusion

In this paper, we have studied various software quality models given by different authors from time to time and identified that scalability was lacking in the existing model. It is very essential for today’s system to have the ability to accommodate an increasing number of elements to process growing volumes of work gracefully and to be vulnerable for extension. Hence, a new sub-characteristic scalability has been added under maintainability to the AOSQ model. Every proposed model needs evaluation. To evaluate the proposed quality model for AOSD, Analytic network Process (ANP) approach could be used.
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